## Мрежи. Максимален поток.

## Въведение

Често срещан проблем в практиката е да се използва максималната пропускливост на мрежа(пътна, компютърна, система от тръби). Примерен проблем е употребата на пътните артерии от фабрика, която иска да закарва максимално количество продукция за единица време до складовете си.

## Дефиниция на проблема

Искаме да прекараме възвможно най-голямо количество товари от един град до друг като използваме съществуващата пътна мрежа. Дадена ни е мрежата – насочен граф G(V, E), с теглова функция по ребрата “**c**” : V \* V=R+0(реално неотрицателно число) – капацитет на реброто. Искаме да определим какво най-голямо количество стоки може да се закара от “**s**” (стартовия град) до “**t**”(крайния град), като за функцията “c” можем да считаме, че е броят камиони, които могат да преминат от един град до друг за един ден. За удобство считаме, че всяко ребро от графа лежи на път от “**s**” до “**t**”.

Това е често срещан проблем с практическо приложение – проблема за максималния поток. За да решим задачата ще дефинираме следните понятия:

**Поточна мрежа**:

Ориентиран граф G(V, E). означаваме: v1,v2,..,vn - върховете на графа

**Капацитетна функция**:

c(u, v) >= 0, за всяко u, v от V, като c(u, v) = 0, ако не съществува ребро от u до v. (капацитета на дадено ребро.)

**поток**:

Ако f е реална функция дефинирана върху V \* V, f се нарича поток ако са изпълнени:

1) f(u,v) = -f(v,u)

2) За всяко v от V\{s,t}: сумата f(v, v1) + f(v, v2) + … + f(v, vn) = 0

3) f(u, v) <= c(u, v)

Тоест функцията f представлява насоченият поток, който тече по дадено ребро.

**обем на поток** е сумата на f(s, v1) + f(s, v2) + … + f(s, vn). Тази сума е същата като f(v1, t) + f(v2, t) + … + f(vn, t). Означаваме я с |f|.

Тогава отговорът на задачата ще бъде максималния възможен |f|.

Ще дефинираме и понятието **остатъчна мрежа**, което представлява поточната мрежа, но с останали само ребрата, по които все още може да се пропуска поток. Остатъчната мрежа се дефинира върху същия граф G(V, E), но се въвежда нова функция – **остатъчeн капацитет**: cf(u, v) = c(u, v) – f(u, v). Тогава Gf(V, E’), където E’ са онези ребра за които cf(u, v) > 0. Ще ги наричаме **ребра с остатъчен капацитет**.

Ще дефинираме и понятието **път, подлежащ на увеличение** – път от s до t, който може по който може да се увеличи текущия поток. Това е път с ребра само от Gf – остатъчната мрежа.

## Теория

(s,t) срез (*A*,*B*) е разделяне на множеството на върховете на две множества ![A, B  (A \cap B = \emptyset , A \cup B = V)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPoAAAAXCAAAAAAHXQ29AAAACXBIWXMAAAB4AAAAeACd9VpgAAADGklEQVRYw+2YW7nkIAyAsVALWMACFrCAhVjAAhawgAUsYAELXW4tdzgPZ2YfdvMwM18ngfwhCVB0/7OC/qP/UIz4gA9WCM2/h6zUBF1BrwYMcQDgNKlbvlff2S5FcufoPKTE7Qw1XNhPAPTgB0FZAxAOP8AM6A7T0a+koFD0n7qD+sZ2JY74Dzz1XiB9yNlo5tCeXb3DsOQ/dz06kJGF50cofAvZjlipW04oJdwubZcivN+WwATSsoJehqgGM/l/ui9b/cRe2iddOnQj4BrM8nJYFFKdNGVvaFEXLCaRYbCyXQr18RRCTnSkRmKLLrL3+NqiP1nhRFNIFTr3tTAEPgcMkEdTjXuyCnb5h6u57VqwXzlmNRkXy+qSyVN0RnP6wU/q4i5aIBt0qX1xuqFc4xMR/Kux/Hzu5q86cyVJ57Ybv7TvGj4px0X3wdujX/FvfR3I71TIuqxAXKp3RsdCUfRewhVaKBERglarF5IHXvXKHTq33aL7rWJED3alS8zQDWKhv1N72s5oTKlqEzG0Rgc7Qycprtj0LVHcR/TGNs1RS4XOzYhu1X1CT2nlODnMkApZuu44g+6q6Tkk+gaRclySDl2rWGNig97abled3CN6dJxcO3SeRz5tsh7d3VbfC3Qe49T3C5WrOTlWt8RWfYbe2q7l0oaH5OhmjhOURjpDx7m50tORNGSzvBfowtStsIQrOyRxi96rz9Bb23U6UiFUOPq16QbvcvXJxMoOknHwYYawsWu7QH92vD51SI4rVk2bG9Rn6K3tJhsh5C2TQ4+L1fykKX9+gCqlbvO3Ot5UoFWp2tyzOdHwyL6bhUtxdRzaPbtRX6B3tpvLC/braEgzsYGSqXk4Ci4eGstwPC22vs5XKsS6cno2N8Apc/11APkDpb1Sc7HP/eOJeD64dOpT9MF2e83xipErT6w5ItHM13q5mkjqT8rsHU4+dxd2nqHZlidHmr67zg5eH7lECn2c+LelP8ie0dvry28Ju7+NrmD1qsIuCZn7qEtWfgeduRX6Ovb2sy9TvrTok1cVf+sF1Zdl+oLq35I/8m6fWCGqnMAAAAA8dEVYdENvbW1lbnQAIEltYWdlIGdlbmVyYXRlZCBieSBHUEwgR2hvc3RzY3JpcHQgKGRldmljZT1wbm1yYXcpCgcnzvAAAAAASUVORK5CYII=)така, че ![s \in A, t \in B](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG4AAAAWCAAAAAAEQfaLAAAACXBIWXMAAAB4AAAAeACd9VpgAAABhklEQVRIx9VWbZHEIAyNhVrAAhawUAtYiAUsYAELWIgFLGBhD9i0DYW9Tm9uOnf82u42vI88wsLr0QV/GU7nm9vjChYRrQk/gHMQ78rxb4AA4TZcWgc44y9qrGFZ5jNcdtqUhWdnMrgTAUiyDGtVz0Ahv2g/wpFxMxLRv+DEwGlZpkepiU1EIAHnHG7NLCQVzX3ZuW5qURncmWVNs9a1cDkVRVSwPNBy7DIPWXnJmFOugwSfFS0ll6hdlgdhydWK79Oe6m4nuAj54pDoxiHufjU4pVAYoafi1tTI9tyVDOkscyzfawlHVokQLIaXdCdUU9D0yVqteNjLRGACy49wmioeZCRGmsgB6xxbfJ+ksXUs36sD7u3Q4YsPk3mSmZQ851ROXd5f9pOJo5mDCgfcWpk7gWGHRBNu2Yitg4nhymdhLY2ta/KzRTGiqXZFKio/d5XRgm7US+9qQ0u6mRdi/lyWtvls48WNQDgbYqIn868jDkPsN+47Co9er/jobR7io3D/57/KFyYIuIVB2WHqAAAAPHRFWHRDb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgR1BMIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQoHJ87wAAAAAElFTkSuQmCC)

капацитет на срез е ![C(A,B) = \sum_{a \in A,b \in B} c(a,b)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANQAAAAtCAAAAADzKBoVAAAACXBIWXMAAAB4AAAAeACd9VpgAAADyElEQVRo3u1ZfZ3jIBDFQixgAQtYwAIWxgIWsIAFLGABC1jIMXwkBJJtmrZ77f7KH3ebTBLmwcybN5TMf3CQL6gvqMMhyDjEx+9Uh0Egyo8HZQgx/eaZ14OCcPYDzlwLwB6neHwucB0oDwIAzKwtXinXzgfD24LI+LTkOInRlwJwQHUCE+zf90Bk9stvQAFLYLSacIu8bF4JlA+f0aSEEboi/eNpdQZVON5MqjdPJO+CZCXcOJt7N4GNoGS5RfB/J68F4L1xC/bI4kmJLA0rKElrCgHe9azdcwXTuDJQPpbwsPCUtLq1UezQpBcP2QJKrYsG+JdqY1fOQMaVyS9AXiHQ81MC8Oeh4dAkly9JU0CFiS5mi4sumn2OxKFJGFIq3VE0P2ivxN8Orx8MG0lJV3/xRQmmDxwFImRbAaVJtwbMb5LTkj6YYYrcB0wVsI5fFRandihGN87AXaXe6NJkN4ETAWi5uhK/K3unm7mQJEdQLK2CpW54AdpxP6/v7RPyseDLJOk6kJbKDEaaJasr8R9ODguyRccCUV3KlrjR7DFZYs6A4nI7Sbo2G+5Ky6cPQanOR5lWvA9PU5LMkge11on3/JJ4pCyoLiHYBE6qlmwDSi17GTpQRVj0oKAQi6YPht8JorALS5Fyjc6yTeykRyhsQPmpTl8yvxJFwTj3koKViKDmMaI4JfcyFl+JIkVHLLbBbDfcJCm0EkVc8cQEvrJZpXRRZQY+uULPERBlCCwc+zJMcQXRGWMWSp/8HGLC6LB6JOKtLPNWSketx0GpheNy8QWaw87CRKJC8dNUlW9Ws3J5/lLxPYkpFpU4mV2Lr4vXgWOlqh5Fl0C6rviOybkvSA5z5IpMMneTy45MGj2ixwS0r7vhsOI/g/jMTdYAc9OjVtAOW7Xnpj8KMnGh9RiJT5wIxFseBf5Tqdg0iTc2SusnJJQ4o277JnHwqGbWf2nnI4TNICcPXu5t53/53OUPHpH9xcPML6gvqC+oV4wqmx3vT6s05VHvCfd5oByrRUcO+iV1DSA+ApRvWsfgeBUEpS1brX7ax/pWoKwA7GY2KsfMFZ4jCqIWaKxaIEQe3hmUoyEhaDHZeKuoT4WdC22tEluoSyf0vwdK6MwKfD25wM5PlhMOrrE/b60ppTR7a1B4VEK2olo1Z1FojqSwWnNKmemtQUXvFA+66Wd0Ci08iI+7NIU5UN9aRepz4a1BaQnAsZcBHTLN4aEx/lLm5vhXNKf8KVb86Qir1CM/l/5qnfJqOA20P1o/UyaZ8JIs/s+gvoL27PgHJFstrnvNLAQAAAA8dEVYdENvbW1lbnQAIEltYWdlIGdlbmVyYXRlZCBieSBHUEwgR2hvc3RzY3JpcHQgKGRldmljZT1wbm1yYXcpCgcnzvAAAAAASUVORK5CYII=)т.е. сумата от капацитетите на всички ребра, свързващи множествата.

**Теорема за минималния срез и максималния поток**

Ако f е поток, следните три са еквивалентни:

1) f e максимален поток

2) Съществува (s,t) срез (*A*,*B*) с *C*(*A*,*B*) = | *f* |

3) Няма път от от s до t в Gf.

**Алгоритъм за намиране на минимален срез (минимален разрез, minimum cut)**

Намираме максимален поток. Намираме достижимите от s върхове в Gf. Тези върхове образуват едно множество A, останалите множeство B. Всички ребра свързващи връх от A с връх от B образуват минималния срез.

## Алгоритъм

Ето го и методът за намиране на максимален поток:

1) Инициализираме f[u][v] = 0, за всяко u и v.

2) Докато има път, подлежащ на увеличение, пускаме максималния възможен поток по този път и актуализираме остатъчната мрежа. (Това е най-малкия остатъчен капацитет на ребро от пътя.)

3) Изчисляваме сумата f(u1, t) + f(u2, t) + … + f(un, t) – това е отговора на задачата.

## Псевдо код

Ще напишем и малко псевдо-код, за да можем да изчислим сложността на получения алгоритъм.

for ( за всяко u, v)

{

f[u][v] = 0;

cf[u][v] = 0;

}

while (има път path от s до t в Gf)

{

increment\_flow = min(cf[u][v], където u, v са от пътя path);

for (за всяко ребро (u, v) от пътя path)

{

f[u][v] += increment\_flow;

f[v][u] = -f[u][v];

cf[u][v] = c[u][v] – f[u][v];

}

}

Res = sum(f[u][t]), за u от 1 до n.

## Сложност

Сложността на алгоритъма зависи от това колко пъти се изпълнява цикъла while – нека това е W. При всяко завъртане на while цикъла се правят О(М + N) стъпки, където М e броят на ребрата в графа, a N на върховете. М стъпки за откриването на път подлежащ на увеличение чрез търсене в ширина и Н стъпки за актуализиране на пътя. Тогава сложността е О(W\*(М+N)), тоест O(W\*M).

Тежестта на алгоритъма се свежда до това да сведем броя на завъртанията на цикъла до минимум. За целта можем винаги да пускаме обхождане в ширина, което ни дава най-краткия път по брой ребра от s до t в остатъчната мрежа. Чрез такова избиране на път подлежащ на увеличаване можем да докажем, че цикълът while се изпълнява O(M\*N) пъти. Ще иползваме термина критично ребро – това е реброто, което дава стойността на increment\_flow при актуализирането на път. Всеки път има поне едно такова ребро (като в най-лошия случай има точно едно). Всяко ребро може да е критично най много N/2 – 1 пъти. Тогава M ребра, по N/2-1 пъти – O(M\*N) пъти най-много се изпълнява while цикъла. Ребро може да стане критично най-много N/2 – 1 пъти, защото след като стане критично изчезва от графа. Появява се чак след като от него се отнеме потоко – обратното му участва в някои път подлежащ на увеличаване. С този алгоритъм можем да постигнме сложност О(N\*M^2), но съществуват и алгоритми, които работят по-бързо.

## По-добър алгоритъм

ще покажа и един по-добър алгоритъм за намиране на max-flow. Може да го намерите в Интернет под името Dinitz. Алгоритъма се състои в следното:  
  
**1**) пускаме bfs от sink, която се движи по обратните ребра (т.е за да стигне от i до j трябва Gf стойността на реброто от j до i да е ненулева), като по този начин за всеки връх изчисляваме дължината на най-краткото му разстояние до sink-а. Ако при това обхождане не посетим source - алгоритъма приключва (тъй като няма път в Gf от source до sink)  
  
**2**) Пускаме dfs от source (движи се по нормалните ребра т.е за да стигне от i до j трябва Gf стойността на реброто от i до j да е ненулева) като допускаме движение само през ребра, с които намаляваме разстоянието до sink-а.  
Ако достигнем sink:  
**2.1**) правим source и sink неизползвани (used[sink] = used[source] = 0), намираме най 'тясното' ребро по пътя които сме намерили - нека то е с големина CurrentFlow. Увеличаваме потока с CurrentFlow по намерения път от source до sink (отразяваме промените и в графа Gf). Повтаряме от точка 2  
Ако не достигнем sink:  
**2.2**) правим непосетени всички върхове. Повтаряме от точка 1.  
  
  
Интересното при този алгоритъм е, че сложността на dfs-тата (точка 2) между 2 пускания на bfs (точка 1) е колкото сложността на 1 dfs. Това е така, защото всеки връх (освен source и sink) се обхожда максимум веднъж - ако 1 dfs направи даден връх използван (used[a] = 1), то следващото dfs няма да мине през него. Забележете че 'изчистването' на масива used, не се прави след всяко dfs.  
Сложността на този алгоритъм за matching е ![O(\sqrt{n}m)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAAXCAAAAAC5J5elAAAACXBIWXMAAAB4AAAAeACd9VpgAAABoklEQVQ4y5VVTbnEIAzEAha4vXMtYAELsRALWMACFrCABSxggUdS/tr9uktz6HYDDBNmSEXZDfenR+DzNLENqPPWtCfA6G+JAF9xsr0DJqxhXMf7KEqn78z6ig6IBy+Ak0c25R1BQogrIPT5ijlieEuwlmgWQDj6iaMmgsd7gn1PBnRiMEJKOHxPsC61A1BORgwId4kTEwwIxTflqoL13WBNdimD6YBO2ElF0SN2M7Rf4ApsEVjXBsmuEraOCtsStOvRAWFWnAUs0lvVCGoe80kQCV+HsURJu/F0LxbH0ENPd1vGbv/RCbcQTNnzKOkWiiXsIKgWNI+AWZmL25WaBPsBF8UHZOiJclptAUQxTKPyBfCUH/qJaEKO52zmZpimzDfA1CorTp1qDFGK0gvBovC8AyE2IaQ9Ey5dRClOEkJG07aatsFKBP1QjKhqXyU5zy0xTRUKXm1D71CNNbSexs4S5rWJzMoZurWGdgmqJfLN2B+9aDU6uM2GeaTnfjiqrFWpTbxLc/igONvXNkGI3zp2xPIy7g325yfgR2R8/ZHajH/6km7tAizj9gAAADx0RVh0Q29tbWVudAAgSW1hZ2UgZ2VuZXJhdGVkIGJ5IEdQTCBHaG9zdHNjcmlwdCAoZGV2aWNlPXBubXJhdykKByfO8AAAAABJRU5ErkJggg==)

## Разширяване на проблема

Разгледаният по горе проблем се занимава само с един източник(source - t) и едно място където отиват стоките(sink - t), но това лесно може да се промени. Добавя се SuperSource и SuperSink и се разширява графа така че от тях да излизат/влизат ребра към/от останалите източници/складове.

## Материали

Статията е подготвена осново по материали от "Introduction to Algorithms" 2ed. MIT Press и от <http://homepages.cwi.nl/~lex/files/agtco.flows.pdf>. За повече материали и за подробни и доста разбираеми доказателства на по горните твърдения погледнете там(особено в Intro-то). Взето от <http://judge.openfmi.net/wiki/index.php/%D0%9C%D0%B0%D0%BA%D1%81%D0%B8%D0%BC%D0%B0%D0%BB%D0%B5%D0%BD_%D0%BF%D0%BE%D1%82%D0%BE%D0%BA>".

Дадената задача в този кръг може да се разгледа като обобщение на задача 5 от 2001-02 година и задача 4 от 2003-04 година, които се свеждаха до намиране на максимален поток в граф. Предлагаме на тези, които не са запознати с този проблем, да прочетат първо анализите на горните две задачи на сайта на конкурса.

Крайния ориентиран граф (без примки) *G(V,E)*, по чиито ребрата са дефинирани функции *cap* и *cost* с положителни реални стойности, ще наричаме мрежа ако във *V* съществува точно един връх *s,* от който само излизат ребра и точно един връх *t,* в който само влизат ребра. Стойността *cap(i,j)* се нарича капацитет на реброто *(i,j)* (т.е. максималната стойност на потока, който може да “тече” по реброто *(i,j)*), *cost*(*i*,*j*) се нарича цена на реброто *(i,j)* (т.е. колко струва преминаване на единица поток през реброто), върхът *s* – източник, а върхът *t* – цел на мрежата.

Поток с цена в мрежата наричаме функция *f* с реални стойности, дефинирани върху ребрата на мрежата, за която са в сила:

*f(i,j)* ≤ *cap(i,j)* и *f(i,j)* =-*f(j,i)* за всяка двойка върхове *i* и *j*.

за всеки връх *i*, различен от *s* и *t*, сумата от *f(i,j)* за всяко *j* от *V* е равна на 0.

*cost*(*i*,*j*)= -*cost*(*j*,*i*), за всяка двойка върхове *i* и *j*

Стойността на потока наричаме числото |*f*| = ∑j∈V *f(s,j)* = ∑i∈V *f(i,t)*, а цена на потока – *cost*(*f* ) = ∑*f*(*v*,*w*)>0 *cost*(*v*,*w*) *f*(*v*,*w*) = ∑i,j∈V *cost*(*v*,*w*) *f*(*v*,*w*) / 2. Поток има минимална цена, ако не съществува поток *g*, за който |*g*|=|*f*| и cost(*g*) < *cost*(*f*).

В нашата задача е известен потокът, който се търси, но това не пречи задачата да се разглежда като задача за максимален поток. Добавянето на супер-източник и ребро от него към източника със стойност зададения поток свежда задачата до намиране на максимален поток с минимална цена. За да е изпълнено условието *cost*(*i*,*j*)= -*cost*(*j*,*i*), то може да удвоим върховете в графа. Всеки връх *v* се замества с два върха *v’* и *v’’*, свързани с ребро . Всички ребра влизащи във *v* сега влизат във *v’*, а всички излизащи от *v* – излизат от *v’’*. Капацитетът на новото ребро (*v’,* *v’’)* ще е неограничено (т.е. достатъчно голямо число), а цената му 0. Такава конструкция гарантира единствено ребро между всеки два върха на графа след като неориентираните ребра се заменят с две ориентирани (по една във всяка посока). Ребрата чиито край е източника или целта трябва да се ориентират еднопосочно, за да се изпълнени условията за графа.

Остатъчната функция се дефинира като *res*(*i*,*j*) =*cap*(*i*,*j*) - *f*(*i*,*j*), а остатъчната мрежа *R* е граф с върхове върховете *G*, същите източник и цел, ребра двойките (*i*,*j*), за които *res*(*i*,*j*)>0, с капацитет *res*(*i*,*j*) и същата ценова функция.

Решаването на задачата максимален поток с минимална цена има различни подходи. Ето няколко от тях.

Идеята за намаляване на цените се основава на това, че поток има минимална цена тогава и само тогава, когато остатъчната мрежа няма отрицателни цикли. За да намерим максималния поток с минимална цена можем първо да намерим какъвто и да е максимален поток, а после ще намаляваме цената му „пускайки” колкото се може повече поток по отрицателните цикли. Това се повтаря докато има отрицателни цикли. За капацитети/цени, които са реални числа този алгоритъм може никога да не завърши, но при целочислени рано или късно ще приключи. Времето за изпълнение на този алгоритъм не е полиномиално.

Алгоритъмът на Форд-Фълкерсън за намиране на максимален поток използва нарастващи пътища (път от *s* до *t* с ребра с положителен капацитет в остатъчния граф). Така втората идея за намиране на максимален поток с минимална цена използва верността на твърдението, че ако *f* е поток с минимална цена и *p* е нарастващ път с минимална цена, то добавянето на *p* към *f* дава поток с минимална цена. Сложността на този алгоритъм е *O*(<брой стъпки> \* <сложността за намиране нарастващ път с минимална цена>). Ако се използва търсене в ширина за строенето на нарастващия път, то това е O(*N*\**M*\*|*f\**|), където *f\** е максималният поток. Сложността може да бъде подобрена, като се използва трансформация върху цената на ребрата, за да ги направим неотрицателни и да можем да използваме алгоритъма на Дийкстра. Тази трансформация е: *cost*"(*i*,*j*) = *cost*(*i*,*j*) + *dist*(*i*) - *dist*(*j*), където dist(i) e дължината на най-късия път от *s* do *i*. Понеже на всяка стъпка остатъчната мрежа се променя, то трябва да се променят и трансформираните цени. Така сложността може да се сведе до *O*(*N*\**M*+|*f\**|\*(*M*+*N*\*log*N*)).

Използвайки „скалиране” може да се подобри алгоритъмът, когато потокът е много голям. Идея на скалирането при намирането на максимален поток е във всяка стъпка на алгоритъма добавяме поток само по онези ребра в остатъчната мрежа с капацитет ≥ z. Между всеки две стъпки z се намалява наполовина. Тази идея е приложима и при намирането на максимален поток с минимална цена, но чрез някои модификации. Както и по-горе, за по-ефективното реализиране на алгоритъма се изисква трансформация, при която ребрата в остатъчната мрежа не са отрицателни. Така може да се получи алгоритъм със сложност *O*((*N*\**М*+*N*\*log*N*)\*log*C*), който очевидно зависи от броя върхове, броя ребра и максималния капацитет на всяка ребро, но не и от стойността на потока. За по-задълбочено запознаване с тази и други интересни задачи препоръчваме книгата „Network Flows: Theory, Algorithms, and Applications” на Orlin, Magnanti, Ahuja.
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